AIM Implementation of Linked List Data Structure

DOUBLY LINKED LIST

#include <stdio.h> #include <string.h> #include <stdlib.h> #include <stdbool.h>

struct node { int data; int key;

struct node \*next; struct node \*prev;

};

//this link always point to first Link struct node \*head = NULL;

//this link always point to last Link struct node \*last = NULL;

struct node \*current = NULL;

//is list empty bool isEmpty() {

return head == NULL;

}

int length() { int length = 0;

struct node \*current;

for(current = head; current != NULL; current = current->next){ length++;

}

return length;

}

//display the list in from first to last void displayForward() {

//start from the beginning struct node \*ptr = head;

//navigate till the end of the list printf("\n[ ");

while(ptr != NULL) {

printf("(%d,%d) ",ptr->key,ptr->data); ptr = ptr->next;

}

printf(" ]");

}

//display the list from last to first void displayBackward() {

//start from the last struct node \*ptr = last;

//navigate till the start of the list printf("\n[ ");

while(ptr != NULL) {

//print data

printf("(%d,%d) ",ptr->key,ptr->data);

//move to next item ptr = ptr ->prev;

}

}

//insert link at the first location void insertFirst(int key, int data) {

//create a link

struct node \*link = (struct node\*) malloc(sizeof(struct node)); link->key = key;

link->data = data;

if(isEmpty()) {

//make it the last link last = link;

} else {

//update first prev link head->prev = link;

}

//point it to old first link link->next = head;

//point first to new first link

head = link;

}

//insert link at the last location void insertLast(int key, int data) {

//create a link

struct node \*link = (struct node\*) malloc(sizeof(struct node)); link->key = key;

link->data = data;

if(isEmpty()) {

//make it the last link last = link;

} else {

//make link a new last link last->next = link;

//mark old last node as prev of new link link->prev = last;

}

//point last to new last node last = link;

}

//delete first item

struct node\* deleteFirst() {

//save reference to first link struct node \*tempLink = head;

//if only one link

if(head->next == NULL){ last = NULL;

} else {

head->next->prev = NULL;

}

head = head->next;

//return the deleted link return tempLink;

}

//delete link at the last location

struct node\* deleteLast() {

//save reference to last link struct node \*tempLink = last;

//if only one link

if(head->next == NULL) { head = NULL;

} else {

last->prev->next = NULL;

}

last = last->prev;

//return the deleted link return tempLink;

}

//delete a link with given key struct node\* delete(int key) {

//start from the first link struct node\* current = head; struct node\* previous = NULL;

//if list is empty if(head == NULL) {

return NULL;

}

//navigate through list while(current->key != key) {

//if it is last node

if(current->next == NULL) { return NULL;

} else {

//store reference to current link previous = current;

//move to next link current = current->next;

}

}

//found a match, update the link if(current == head) {

//change first to point to next link head = head->next;

} else {

//bypass the current link

current->prev->next = current->next;

}

if(current == last) {

//change last to point to prev link last = current->prev;

} else {

current->next->prev = current->prev;

}

return current;

}

bool insertAfter(int key, int newKey, int data) {

//start from the first link struct node \*current = head;

//if list is empty if(head == NULL) {

return false;

}

//navigate through list while(current->key != key) {

//if it is last node if(current->next == NULL) {

return false;

} else {

//move to next link current = current->next;

}

}

//create a link

struct node \*newLink = (struct node\*) malloc(sizeof(struct node)); newLink->key = newKey;

newLink->data = data;

if(current == last) { newLink->next = NULL; last = newLink;

} else {

newLink->next = current->next; current->next->prev = newLink;

}

newLink->prev = current; current->next = newLink; return true;

}

void main() { insertFirst(1,10); insertFirst(2,20); insertFirst(3,30); insertFirst(4,1); insertFirst(5,40); insertFirst(6,56);

printf("\nList (First to Last): "); displayForward();

printf("\n");

printf("\nList (Last to first): "); displayBackward();

printf("\nList , after deleting first record: ");

deleteFirst(); displayForward();

printf("\nList , after deleting last record: "); deleteLast();

displayForward();

printf("\nList , insert after key(4) : "); insertAfter(4,7, 13); displayForward();

printf("\nList , after delete key(4) : "); delete(4);

displayForward();

}

OUTPUT

List (First to Last):

[ (6,56) (5,40) (4,1) (3,30) (2,20) (1,10) ]

List (Last to first):

[ (1,10) (2,20) (3,30) (4,1) (5,40) (6,56) ]

List , after deleting first record: [ (5,40) (4,1) (3,30) (2,20) (1,10) ]

List , after deleting last record: [ (5,40) (4,1) (3,30) (2,20) ]

List , insert after key(4) :

[ (5,40) (4,1) (7,13) (3,30) (2,20) ]

List , after delete key(4) :

[ (5,40) (4,13) (3,30) (2,20) ]

Algo written in comments too

Doubly Linked List is a variation of Linked list in which navigation is possible in both ways, either forward and backward easily as compared to Single Linked List. Following are the important terms to understand the concept of doubly linked list.

* **Link** − Each link of a linked list can store a data called an element.
* **Next** − Each link of a linked list contains a link to the next link called Next.
* **Prev** − Each link of a linked list contains a link to the previous link called Prev.
* **LinkedList** − A Linked List contains the connection link to the first link called First and to the last link called Last.

**CIRCULAR LINKED LIST USING C**

#include <stdio.h> #include <string.h> #include <stdlib.h> #include <stdbool.h>

struct node { int data; int key;

struct node \*next;

};

struct node \*head = NULL; struct node \*current = NULL;

bool isEmpty() {

return head == NULL;

}

int length() { int length = 0;

if(head == NULL) { return 0;

}

current = head->next;

while(current != head) { length++;

current = current->next;

}

return length;

}

//insert link at the first location void insertFirst(int key, int data) {

//create a link

struct node \*link = (struct node\*) malloc(sizeof(struct node)); link->key = key;

link->data = data;

if (isEmpty()) { head = link;

head->next = head;

} else {

//point it to old first node link->next = head;

//point first to new first node head = link;

}

}

//delete first item

struct node \* deleteFirst() {

//save reference to first link struct node \*tempLink = head;

if(head->next == head) { head = NULL;

return tempLink;

}

//mark next to first link as first head = head->next;

//return the deleted link return tempLink;

}

//display the list void printList() {

struct node \*ptr = head; printf("\n[ ");

//start from the beginning if(head != NULL) {

while(ptr->next != ptr) { printf("(%d,%d) ",ptr->key,ptr->data); ptr = ptr->next;

}

}

printf(" ]");

}

int main() { insertFirst(1,11); insertFirst(2,21); insertFirst(3,51); insertFirst(4,111); insertFirst(5,151); insertFirst(6,501);

printf("Original List: ");

//print list printList();

while(!isEmpty()) {

struct node \*temp = deleteFirst(); printf("\nDeleted value:"); printf("(%d,%d) ",temp->key,temp->data);

}

printf("\nList after deleting all items: "); printList();

![](data:image/png;base64,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)}

**DOUBLY CIRCULAR LINKED LIST**

#include <stdio.h> #include <stdlib.h>

struct node

{

int val;

struct node \*next; struct node \*prev;

};

typedef struct node n;

n\* create\_node(int); void add\_node(); void insert\_at\_first(); void insert\_at\_end();

void insert\_at\_position(); void delete\_node\_position(); void sort\_list();

void update(); void search();

void display\_from\_beg(); void display\_in\_rev();

n \*new, \*ptr, \*prev;

n \*first = NULL, \*last = NULL; int number = 0;

void main()

{

int ch;

printf("\n linked list\n");

printf("1.insert at beginning \n 2.insert at end\n 3.insert at position\n4.sort linked list\n 5.delete node at position\n 6.updatenodevalue\n7.search element

\n8.displaylist from beginning\n9.display list from end\n10.exit ");

while (1)

{

printf("\n enter your choice:"); scanf("%d", &ch);

switch (ch)

{

case 1 : insert\_at\_first(); break;

case 2 : insert\_at\_end(); break;

case 3 : insert\_at\_position(); break;

case 4 : sort\_list(); break;

case 5 : delete\_node\_position(); break;

case 6 : update(); break;

case 7 :

search(); break;

case 8 : display\_from\_beg(); break;

case 9 : display\_in\_rev(); break;

case 10 : exit(0);

case 11 : add\_node(); break;

default:

printf("\ninvalid choice");

}

}

}

/\*

\*MEMORY ALLOCATED FOR NODE DYNAMICALLY

\*/

n\* create\_node(int info)

{

number++;

new = (n \*)malloc(sizeof(n)); new->val = info;

new->next = NULL; new->prev = NULL; return new;

}

/\*

\*ADDS NEW NODE

\*/

void add\_node()

{

int info;

printf("\nenter the value you would like to add:"); scanf("%d", &info);

new = create\_node(info);

if (first == last && first == NULL)

{

first = last = new;

first->next = last->next = NULL; first->prev = last->prev = NULL;

}

else

{

last->next = new; new->prev = last; last = new;

last->next = first; first->prev = last;

}

}

/\*

\*INSERTS ELEMENT AT FIRST

\*/

void insert\_at\_first()

{

int info;

printf("\nenter the value to be inserted at first:"); scanf("%d",&info);

new = create\_node(info);

if (first == last && first == NULL)

{

printf("\ninitially it is empty linked list later insertion is done"); first = last = new;

first->next = last->next = NULL; first->prev = last->prev = NULL;

}

else

{

new->next = first; first->prev = new; first = new;

first->prev = last; last->next = first;

printf("\n the value is inserted at begining");

}

}

/\*

\*INSERTS ELEMNET AT END

\*/

void insert\_at\_end()

{

int info;

printf("\nenter the value that has to be inserted at last:"); scanf("%d", &info);

new = create\_node(info);

if (first == last && first == NULL)

{

printf("\ninitially the list is empty and now new node is inserted but at first");

first = last = new;

first->next = last->next = NULL; first->prev = last->prev = NULL;

}

else

{

last->next = new; new->prev = last; last = new;

first->prev = last; last->next = first;

}

}

/\*

\*INSERTS THE ELEMENT AT GIVEN POSITION

\*/

void insert\_at\_position()

{

int info, pos, len = 0, i; n \*prevnode;

printf("\n enter the value that you would like to insert:"); scanf("%d", &info);

printf("\n enter the position where you have to enter:"); scanf("%d", &pos);

new = create\_node(info);

if (first == last && first == NULL)

{

if (pos == 1)

{

first = last = new;

first->next = last->next = NULL; first->prev = last->prev = NULL;

}

else

printf("\n empty linked list you cant insert at that particular position");

}

else

{

if (number < pos)

printf("\n node cant be inserted as position is exceeding the linkedlist length");

else

{

for (ptr = first, i = 1;i <= number;i++)

{

prevnode = ptr; ptr = ptr->next; if (i == pos-1)

{

prevnode->next = new; new->prev = prevnode; new->next = ptr;

ptr->prev = new;

printf("\ninserted at position %d succesfully", pos); break;

}

}

}

}

}

/\*

\*SORTING IS DONE OF ONLY NUMBERS NOT LINKS

\*/

void sort\_list()

{

n \*temp;

int tempval, i, j;

if (first == last && first == NULL)

printf("\nlinked list is empty no elements to sort"); else

{

for (ptr = first,i = 0;i < number;ptr = ptr->next,i++)

{

for (temp = ptr->next,j=i;j<number;j++)

{

if (ptr->val > temp->val)

{

tempval = ptr->val; ptr->val = temp->val; temp->val = tempval;

}

}

}

for (ptr = first, i = 0;i < number;ptr = ptr->next,i++) printf("\n%d", ptr->val);

}

}

/\*

\*DELETION IS DONE

\*/

void delete\_node\_position()

{

int pos, count = 0, i; n \*temp, \*prevnode;

printf("\n enter the position which u wanted to delete:"); scanf("%d", &pos);

if (first == last && first == NULL)

printf("\n empty linked list you cant delete");

else

{

if (number < pos)

printf("\n node cant be deleted at position as it is exceeding the linkedlist length");

else

{

for (ptr = first,i = 1;i <= number;i++)

{

prevnode = ptr; ptr = ptr->next; if (pos == 1)

{

number--;

last->next = prevnode->next; ptr->prev = prevnode->prev; first = ptr;

printf("%d is deleted", prevnode->val); free(prevnode);

break;

}

else if (i == pos - 1)

{

number--;

prevnode->next = ptr->next; ptr->next->prev = prevnode;

printf("%d is deleted", ptr->val); free(ptr);

break;

}

}

}

}

}

/\*

\*UPDATION IS DONE FRO GIVEN OLD VAL

\*/

void update()

{

int oldval, newval, i, f = 0;

printf("\n enter the value old value:"); scanf("%d", &oldval);

printf("\n enter the value new value:"); scanf("%d", &newval);

if (first == last && first == NULL)

printf("\n list is empty no elemnts for updation"); else

{

for (ptr = first, i = 0;i < number;ptr = ptr->next,i++)

{

if (ptr->val == oldval)

{

ptr->val = newval;

printf("value is updated to %d", ptr->val); f = 1;

}

}

if (f == 0)

printf("\n no such old value to be get updated");

}

}

/\*

\*SEARCHING USING SINGLE KEY

\*/

void search()

{

int count = 0, key, i, f = 0;

printf("\nenter the value to be searched:"); scanf("%d", &key);

if (first == last && first == NULL)

printf("\nlist is empty no elemnets in list to search"); else

{

for (ptr = first,i = 0;i < number;i++,ptr = ptr->next)

{

count++;

if (ptr->val == key)

{

printf("\n the value is found at position at %d", count); f = 1;

}

}

if (f == 0)

printf("\n the value is not found in linkedlist");

}

}

/\*

\*DISPLAYING IN BEGINNING

\*/

void display\_from\_beg()

{

int i;

if (first == last && first == NULL)

printf("\nlist is empty no elemnts to print"); else

{

printf("\n%d number of nodes are there", number); for (ptr = first, i = 0;i < number;i++,ptr = ptr->next)

printf("\n %d", ptr->val);

}

}

/\*

\* DISPLAYING IN REVERSE

\*/

void display\_in\_rev()

{

int i;

if (first == last && first == NULL)

printf("\nlist is empty there are no elments"); else

{

for (ptr = last, i = 0;i < number;i++,ptr = ptr->prev)

{

printf("\n%d", ptr->val);

}

}

}

**Output**

linked list

1.insert at beginning 2.insert at end 3.insert at position 4.sort linked list

5.delete node at position 6.updatenodevalue 7.search element 8.displaylist from beginning 9.display list from end 10.exit

enter your choice:8

list is empty no elemnts to print enter your choice:5

enter the position which u wanted to delete:2

empty linked list you cant delete enter your choice:6

enter the value old value:6

enter the value new value:8

list is empty no elemnts for updation enter your choice:7

enter the value to be searched:57

list is empty no elemnets in list to search enter your choice:1

enter the value to be inserted at first:11

initially it is empty linked list later insertion is done enter your choice:3

enter the value that you would like to insert:5

enter the position where you have to enter:5

node cant be inserted as position is exceeding the linkedlist length enter your choice:1

enter the value to be inserted at first:56

the value is inserted at begining enter your choice:1

enter the value to be inserted at first:89

the value is inserted at begining enter your choice:2

enter the value that has to be inserted at last:89

enter your choice:2

enter the value that has to be inserted at last:45

enter your choice:

6 number of nodes are there

**89**

**56**

**11**

**89**

**45**

**89**

**enter your choice:4**

**11**

**89**

**89**

**45**

**56**

**11**

**enter your choice:10**

**Algorithm(circular doubly)**

* Step 1: IF PTR = NULL.
* Step 2: SET NEW\_NODE = PTR.
* Step 3: SET PTR = PTR -> NEXT.
* Step 4: SET NEW\_NODE -> DATA = VAL.
* Step 5: SET TEMP = HEAD.
* Step 6: Repeat Step 7 while TEMP -> NEXT != HEAD.
* Step 7: SET TEMP = TEMP -> NEXT.
* Step 8: SET TEMP -> NEXT = NEW\_NODE.

**Insertion in doubly linked list**

To insert a node at the end of the list, follow these steps:

1. Create a node, say T.

2. Make T -> next = last -> next;

3. last -> next = T.

4. last = T.